REST APl components & How
to read them

REST APIs are the most prevalent and user-friendly type of APIs you will most likely encounter. As a
product manager, you play a pivotal role in working with your engineering team to bring digital
solutions to life, and a fundamental part of that collaboration is understanding REST APIs.

In this document, you’ll learn how to break down REST APIs into their essential components so you
can confidently discuss, dissect, interact with, and debug them.

A brief intro to REST APIs

REST APIs are a set of rules and conventions that define a standardized way for requests and
responses to be structured and exchanged. They are based on the principles of REST, a software
architectural style for designing networked applications. You'll also hear the term RESTful APIs in
relation to REST APIs.

Here are a couple of examples of RESTful rules and conventions followed by REST APIs (not
important to memorize, just to give you an idea of what these rules look like):

1. Client-server: Separation of concerns whereby the user interface concerns (client) are
separate from the data storage concerns (server).

2. Stateless: Each request from the client to the server must contain all of the information
necessary to understand and complete the request. The server cannot use previously
stored context information on the server.

REST APIs make extensive use of HTTP (Hypertext Transfer Protocol) as the foundation for
communication between clients (like web browsers or mobile apps) and servers (where the API is
hosted).

The majority of what you need to know about APIs are related to HTTP and it's components. We can
broadly bucket the components into the APl Request and APl Response:

Components of an APl Request and APl Response




APl Request

When you make a request to an API, you're essentially saying, “l want to do something or get
something from this endpoint.” Requests consist of the following components:

1/ APl Endpoint

An endpoint is the specific location aka the access point to the API. Think of it as an address for a
particular service or resource. These endpoints are usually represented as URLs (Uniform Resource
Locators), making them easy to understand. The APl endpoint is made up of the “ Base URL” plus
the “path” of the API.

2/ HTTP Methods

HTTP (Hypertext Transfer Protocol) methods are the actions you can take when interacting with an
API. There are 8 request types but 4 are the most commonly used:

e GET: This method is like asking for information. When you send a GET request to an API's
endpoint, you're requesting data, like retrieving weather information for a specific
location.

e POST: When you send a POST request, you're submitting data to the APl which adds new
data to the database. This could be creating a new user account or adding a comment
on a blog post.

e PUT: Use the PUT method to update existing data. For instance, you might change your
profile picture on a social media app.

e DELETE: As the name suggests, the DELETE method is for removing data. If you want to
delete a post or an account, you'd use this method.

You'll likely see all 4 HTTP methods being used at some point, but out of the 4, you'll see the GET
and POST method most frequently and those are the two that you should be most familiar with.



Two quick side notes:

e The POST and PUT methods are often used interchangeably. The difference has to do with
something called idempotency which is very technical and not worth diving into.

e You'll also see the same POST APl sometimes used to both add new data and update
existing data. Developers may decide to design the API this way to be more efficient as
opposed to creating and managing two separate APIs in the business logic: one POST and
the other PUT.

3/ Request Headers

Request headers convey additional information about the API request, such as the format in which
the client expects the response (e.g., JSON or XML), authentication credentials, caching
instructions, and more.

Here’s an example using APIs on Amazon:

Accept-Language: en-US

Authorization: Bearer YourAccessTokenHere

Content-Type: application/json

Host: www.amazon.com

Origin: https://www.amazon.com

Referer: https://www.amazon.com

User-Agent: Mozilla/5.0 (Macintosh; Intel Mac OS X 10_15_7) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/117

Information in the request header can be used for a number of reasons including:

e Authenticating the request: There are various authentication methods, such as API
keys, OAuth tokens, and username/password combinations. For example, credentials for
your bank account so the API is authorized to make changes to your account.

e Caching instructions: Temporarily storing data in a cache for improved future
performance/latency.

e Logging: All systems keep a log of events that occur in a computer system. Information
stored in the headers (i.e. location of request origin, browser information, date & time of
request, etc..) are logged in log files. The information in the log files can then be used for
a variety of reasons: debugging, metrics, and telemetry. Accept-Language: en-US
Authorization: Bearer YourAccessTokenHere

4/ Request Body

When you need to send data to the server, you include it in the request body. The data is typically

in a structured format like JSON or XML. This is common when creating new records or updating
existing ones. The request body is akin to a letter with the information you want to submit.


https://www.w3schools.com/js/js_json_intro.asp
https://www.w3schools.com/xml/xml_whatis.asp

For example: Amazon has an internal API that adds a new product into the database.

POST https://products.amazon.com/api/2017/add

"product_name": "Smartphone",

"price": 499.99,

"description": "A high-quality smartphone with advanced features.",
"category": "Electronics",

"availability": true

APl Response

Once you send a API request, you'll receive an API response. This response contains the data or
information you requested, as well as metadata about the response itself. It consists of the
following components:

1/ Status Code

This is a three-digit number that tells you the outcome of your request. Status codes are like short,
standardized messages that quickly convey whether your request was successful, encountered an
issue, or faced an error. All status codes are divided into 5 categories but you’ll only really
encounter 4 of them:

2xx: Success — The API request was successful! e.g. 200 OK, 201 Created

3xx: Redirection — The API request has more than one response. e.g. 301 Moved
Permanently, 302 Found

4xx: Client Error — Some information provided in the request was wrong or missing. e.g.
400 Bad Request, 401 Unauthorized

5xx: Server Error — Something went wrong on the server and the request wasn’t

successful. e.g. 501 Internal Server Erorr, 502 Bad Gateway

Here are some examples of common status codes:


https://skiplevel.msnd37.com/tracking/lc/af0de232-35db-e9cb-8c7c-eb7e413108cb/e5153d34-3b62-4785-8649-09625e972de3/00000000-0000-0000-0000-000000000000/
https://skiplevel.msnd37.com/tracking/lc/af0de232-35db-e9cb-8c7c-eb7e413108cb/4e6f662a-2d4e-4001-b9ca-97d910ca37d7/00000000-0000-0000-0000-000000000000/
https://skiplevel.msnd37.com/tracking/lc/af0de232-35db-e9cb-8c7c-eb7e413108cb/e1665142-690e-4366-a72b-1b7278c323c9/00000000-0000-0000-0000-000000000000/
https://skiplevel.msnd37.com/tracking/lc/af0de232-35db-e9cb-8c7c-eb7e413108cb/82328843-b42d-498f-a78d-28469b087ebb/00000000-0000-0000-0000-000000000000/

e 200 OK: Your request was successful, and you'll find the data you wanted in the
response.

e 201 Created: This code typically appears after a successful POST request, indicating that
the resource you requested has been created.

e 400 Bad Request: If the API couldn’t understand your request, you might see this code.

e 401 Unauthorized: When you lack proper authorization or credentials to access the
requested data, this code appears.

e 404 Not Found: This indicates that the endpoint or resource you're looking for doesn’t
exist.

e 500 Internal Server Error: If something goes wrong on the other island (the API's
server), you might see this code.

Common API status codes

2/ Response Headers

Similar to request headers, response headers provide additional information about the response,
such as the type of data you're receiving (e.g., JSON or XML), the server’s version, and more.

Here’s an example:

Access-Control-Allow-Origin: www.amazon.com
Content-Length: 22

Content-Type: application/json

Date: Mon, 30 Oct 2023 16:32:01 GMT

3/ Response Body

This is where you’ll find the actual data or information you requested. Like the request body, the
response body is often in JSON format for easy readability and parsing.

Using the same API example as the one in the request body, here’s what a successful response
where the product was successfully added to the database might look like. Notice the API response
returned a newly created product_id uniquely assigned to the added product.

200 OK POST https://products.amazon.com/api/2017/add

{
"product_id": 12345,
"message": "Product 'Smartphone' has been successfully added."



Conclusion

We’'ve covered the crucial parts of the APl and you now have all the information you need to
confidently discuss, dissect, interact with, and debug APIs.

REST API Model

Revision #1
Created 7 December 2024 05:06:12 by Admin
Updated 7 December 2024 07:05:39 by Admin



